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Abstract—In Vehicular Ad Hoc Networks (VANETs), the mobility of vehicles and urban obstacles may make the traditional IP-based content delivery mechanism work sluggishly. To address this problem, we adopt the Vehicular Named Data Networking (V-NDN) architecture to enable efficient content delivery. However, secure access control and incentive design are rarely taken into account in existing solutions. In this paper, we propose an efficient and secure access control (ESAC) scheme for content delivery in V-NDN. Specifically, we construct the proxy re-encryption method to achieve access control and data confidentiality, while using pseudonyms and the identify-based signature to ensure anonymous authentication and content integrity. Furthermore, the revocation of illegal vehicles and updating operations are performed by the constructed proxy re-encryption method, which significantly reduces communication overhead. Finally, an incentive scheme is designed to improve the utility of NDN in VANETs. The security analysis shows that ESAC can meet the security requirements of the content delivery in VANETs while significantly lowering the overhead.

I. INTRODUCTION

To improve the traffic safety, road environment, and information dissemination, VANETs [2] are proposed for drivers and passengers. The nature of VANETs is that the mobility of vehicles and urban obstacles may cause frequent network changes and connectivity disruptions [3]. Consequently, traditional IP-based communications may not work well for content delivery due to its inability to deal with continuous disruptions and topology changes.

We consider a specific scenario where the Service Provider ($SP$) sells digital contents in VANETs like e-books, music, and movies. Since the communications among vehicles are dynamic and intermittently available, a favorable choice is that $SP$ pre-fetches the traffic demands using in-network caching. To achieve this, we can use Named Data Networking (NDN) [4, 5] as an alternative to realize data delivery/forwarding in VANETs [6–10]. In the architecture of NDN, we utilize names of applications directly for content delivery or forwarding. As applications and their namespaces have priorities [11], NDN enables vehicles within vicinity of each other to exchange packets as soon as their signals can reach each other. By employing NDN in VANETs, coined as V-NDN [12], the shortness of IP-based scheme can be avoided and efficient content delivery can be achieved.

The cached content is preferred in the content delivery process of V-NDN, so several important security challenges should be addressed during the content delivery [13] even when $SP$ is offline. The most important one is access control. Attributed to the presence of in-network cache, any request can be fulfilled by the vehicles in the forwarding path whereas $SP$ cannot control the vehicles’ behaviors. Thus, unauthorized vehicles can easily acquire their desired contents from the network without the permission of $SP$, which damage the interests of $SP$.

In order to address the access control issue in NDN, many schemes have been proposed, which can be categorized into two kinds: authentication-based [14–16] schemes and encryption-based [13, 17–20] schemes. On the one hand, in authentication-based schemes, an authentication process can be launched by the cache hit nodes to determine whether to return the requested content or not. Obviously, this process usually needs a special architecture or relies on static end-to-end communications, which cannot ensure flexible content sharing. Moreover, the network resources are easily exhausted by flooding requests [16]. These issues make existing solutions ineffective for efficient content delivery in V-NDN with high mobility and high flexibility.

Apart from the above challenges in designing the access control scheme, privacy-protection is another design concern in VANETs, which should be guaranteed during the content delivery. However, only a few works [21] take the privacy protection into account. Moreover, the revocation operation is considered in few of these schemes, which will hinder the large-scale deployment of V-NDN in practice. Furthermore, to
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1Flexible sharing means that $SP$ can design access control policies without knowing the subscribed identities of vehicles in advance.
guarantee the utility of NDN in VANETs and provide better content delivery, the incentive scheme is necessary to make sure that vehicles are able to cache contents. Due to the above problems, the security of V-NDN faces more challenges than that of the traditional NDN.

Motivated by the challenges discussed above, we demonstrate an efficient and secure access control (ESAC) scheme for V-NDN. In ESAC, we focus on content delivery and access control without interactions with SP after subscription. Specifically, to enable flexible access control and revocation operation, we construct a proxy re-encryption to ensure that data is kept confidential and only authenticated vehicles can decrypt and retrieve the content. For privacy protection, we employ the encryption-based name obfuscation to encrypt the interest packets, while adopting the identify-based signature and pseudonyms to achieve anonymous authentication and content integrity during the sharing process. To sum up, the main contributions of our ESAC are listed as follows:

- We present a secure scheme to deal with privacy-preserving access control and the integrity verification for content delivery in V-NDN.
- We utilize the proxy re-encryption method to enable periodic update and revocation operation, which transfers the main computation overhead to vehicles while reducing the inter-vehicle communication cost.
- We design an incentive scheme using hashed certificates to encourage vehicles to cache contents, which boosts the utility of NDN in VANETs.

The rest parts are presented as follows: Section II summarizes the related works. The system model and design goals are illustrated in Section III. Section IV describes our ESAC scheme. Section V and Section VI demonstrate the security analysis and the performance evaluation of ESAC, respectively. Finally, we conclude our paper in Section VII.

II. RELATED WORKS

Confidentiality, Integrity and Authenticity: Security design for NDN can be traced back to the emergence of Content-Centric Networking (CCN) [11]. DiBenedetto et al. [22] introduce onion routing in NDN, utilizing several cryptographic operations to offer end-to-end content privacy protection. In another work by Nabeel et al. [23], paillier homomorphic cryptography is used to achieve secure message delivery in publish/subscribe networks. Both schemes [22, 23] attempt to use the end-to-end content encryption to achieve content integrity verification as well as content access control, but unfortunately both will result in significant overheads. Different from [22] and [23], Li et al. [18] consider the content caching and access control of NDN in the network layer, in which a lightweight integrity verification architecture is designed by using the Merkle Hash Tree [24]. To realize physical layer security, Kiskani et al. [25] design a random vector-based coded caching scheme to resist eavesdropping attacks and ensure asymptotic perfect secrecy during content delivery.

Access control: Fotiou et al. [14] demonstrate a delegation-based access control framework for Information-Centric Networking (ICN), a similar concept of NDN, which depends on the synchronization and state maintenance between access control policy servers and content routers. However, scalability will be an issue for content networks in large scale. Hamdane et al. [15] introduce an identity-based cryptographic access control system using hierarchical tree-assisted content naming in NDN. To achieve the access control of a subtree’s content, the root of the sub-tree is assigned with an encryption/decryption key pair and a symmetric content encryption key. Wood et al. [17] present a secure content distribution framework for CCN according to the proxy re-encryption, providing strong end-to-end content security and at the same time reducing the number of messages needed by key retrieval and user authentication. Ghali et al. [26] propose an Interest-Based Access Control (IBAC) scheme, which only uses the information contained in interest messages to enforce access control. Misra et al. [13] illustrate a new access control architecture, named AccConF, to deliver content to legal users in a secure way in ICNs based on broadcast encryption. Fan et al. [19] introduce a proxy re-encryption based access control scheme in NDN, which is inefficient since each router has to execute re-encryption operations for every forwarding. Tseng et al. [20] develop a fine-grained access control scheme based on DBDH assumption for NDN, which can support mobile receivers, and preserve data confidentiality. To sum up, we list the comparison results of the aforementioned access control schemes in TABLE I.

III. SYSTEM MODEL AND DESIGN GOALS

A. System Model of V-NDN

The system model contains three entities: a service provider (SP), road side units (RSUs), and vehicles with on-board units (OBU), as demonstrated in Fig. 1.

- SP is a service provider, which serves as a certificate and registration center for vehicles. SP connects with RSUs through a secure channel. SP offers different services, such as multimedia streaming, navigation services, and instant messaging. To improve the quality of service (QoS), SP encourages vehicles to cache data contents.
- RSUs connect with vehicles by wireless links and use wired links to connect one another. As gateways, RSUs could directly deliver contents to the requesting vehicles. Or RSUs could assist vehicles in content delivery through multi-hop transmissions.
- OBUs in vehicles broadcast the information about routine traffic-related status periodically to enhance the road conditions and traffic safety. Vehicles need information from

<table>
<thead>
<tr>
<th>Scheme</th>
<th>Flexible sharing</th>
<th>Integrity</th>
<th>Privacy</th>
<th>Revocation</th>
<th>Incentive</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fotiou et al.</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Hamdane et al.</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Wood et al.</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Li et al.</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Misra et al.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Fan et al.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Tseng et al.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>ESAC</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>
data as well for drivers and passengers by NDN. In V-NDN, a vehicle can serve as any one of the four roles: data producer, data consumer, “data mule” (when it carries data over distance but does not connect with anyone else [27]), and forwarder as shown in [7].

Moreover, we assume that secrets are pre-distributed to entities using a secure channel.

B. Design Goals

The design goals are listed as follows [18, 22]:

- **Integrity and authentication**: During the content delivery, \( SP \) should digitally sign each content. As a result, each vehicle could verify the authenticity and integrity of the content. Besides, the interest requester and the corresponding data responder should achieve mutual authentication.

- **Access control**: For the purpose of business, \( SP \) generally has policies on which contents can be accessed by which domain. Hence, V-NDN should allow controllable content access to be implemented even when \( SP \) is offline during the content delivery.

- **Privacy preservation**: During the content delivery, no entity except the vehicle itself could link the real identity with the location for each content.

- **Incentive**: To guarantee the utility of NDN in VANETs, an incentive scheme is desired to encourage vehicles to cache contents. Besides, a payment method should be designed for these vehicles.

C. Attack Model

In our trust model, \( SP \) is considered fully trusted. Vehicles and RSUs are semi-trusted. That is to say, they will follow the predefined protocol, but may be able to infer some sensitive information from content delivery. Attackers can be categorized into **internal attackers** and **external attackers** in VANETs. **Internal attackers** are compromised vehicles and they have access to shared secrets. **External attackers** can eavesdrop on the communication channels between any two entities and launch attacks as follows: (a) inject fake packets, (b) replay or modify packets, (c) pretend to be a legal vehicle, (d) compromise a vehicle. As external attackers are not included in the system, they do not possess secret materials and thus are not able to sign or decrypt messages. Notice that we do not consider the denial-of-service (DoS) attack.

IV. ESAC Scheme

A. Overview

In our ESAC, only \( SP \) works as the content producer and we focus on achieving content delivery by the cache contents among vehicles. Specifically, \( SP \) first generates the encrypted contents with the proxy re-encryption scheme and signs them using identity-based signature [28]. Then, it caches these ciphertexts in vehicles and issues the corresponding pseudonyms and keys to the subscribed vehicles. After that, each subscribed vehicle can generate interest request packets and recover the corresponding content with the authorized keys. Thus, access control can be guaranteed even when \( SP \) is offline. Besides, during the content delivery process, each interest request vehicle also pays the cache-hit vehicles incentive certificates to guarantee the utility of NDN in VANETs. Furthermore, ESAC also supports anonymous authentication and revocation operations by using different cryptographic primitives.

B. System Initialization

\( SP \) initializes the system with the following steps:

1) **System initialization**:

- With the security parameter \( 1^\lambda \), \( SP \) selects a bilinear map \( \tilde{e} : \mathcal{G}_1 \times \mathcal{G}_1 \rightarrow \mathcal{G}_T \), in which \( \mathcal{G}_1 \) and \( \mathcal{G}_T \) are bilinear groups of a prime order \( q \). \( P \) is a random generator of \( \mathcal{G}_1 \). \( H_1(\cdot) \) and \( H_2(\cdot) \) are the cryptographic hash functions where \( H_1 : \{0, 1\}^* \rightarrow \mathbb{Z}_q^* \) and \( H_2 : \mathcal{G}_1 \rightarrow \mathbb{Z}_q^* \).
- \( SP \) randomly selects \( s \in \mathbb{Z}_q^* \) as its secret key \( SK_{SP} \) and calculates \( PK_{SP} = sP \) as the public key.
- \( y_i \) produces the secret key \( SK_{V_i} \) and the public key \( PK_{V_i} \) by RSA.

2) **Cache source generation**: Prior to using NDN to offer services, \( SP \) needs to cache these contents in vehicles. The original content usually has a very large size. Therefore, \( SP \) divides the original content name (\( CN \)) into \( n \) content blocks \( B_i \). Each \( B_i \) has a fixed size, e.g., 1 Mbytes. For every \( B_i \), a source name as: /\( SP/CN/B_i \) will be given by \( SP \). Besides, to achieve the name obfuscation, \( SP \) generates an interest encryption key \( IK_{T_i} \) before the expiration time \( T_i \) such as

\[
\begin{array}{|c|c|}
\hline
\text{Notations} & \text{Descriptions} \\
\hline
T_i & \text{The expiration time/the timestamp} \\
SP/V_i & \text{The service provider/ith mobile vehicles} \\
P.ID_A & \text{The pseudonym of A} \\
IK_T & \text{The interest encryption key of } T_i \\
PK_A/SK_A & \text{The public/secret key of } A \\
e : \mathcal{G}_1 \times \mathcal{G}_1 \rightarrow \mathcal{G}_T & \text{The bilinear map for proxy re-encryption} \\
\tilde{e} : \mathcal{G}_1 \times \mathcal{G}_1 \rightarrow \mathcal{G}_T & \text{The bilinear map for signature operation} \\
H_1(\cdot); H_2(\cdot) & H_1 : \{0, 1\}^* \rightarrow \mathbb{Z}_q^*; H_2 : \mathcal{G}_1 \rightarrow \mathbb{Z}_q^* \\
H_3(\cdot); H_4(\cdot) & H_3 : \mathcal{G}_T \rightarrow \mathbb{Z}_q^*; H_4 : \mathcal{G}_1 \rightarrow \mathbb{Z}_q^* \\
E_A(M) & \text{Encrypt the message } M \text{ by the key } A \\
\hline
\end{array}
\]
the end of the month. Then, $SP$ updates the source name as $/SP/CN/EIK_{T_1}(B_i)$.

We encrypt content blocks in order to guarantee confidentiality and access control. Here, a Proxy Re-Encryption scheme (including six algorithms: PRE.Setup, PRE.KeyGen, PRE.Enc, PRE.ReKey, PRE.ReEnc, PRE.Dec) based on [29] is constructed to encrypt blocks as follows:

- **PRE.Setup** ($1^\lambda$): $SP$ selects a bilinear map: $e : G_1 \times G_1 \rightarrow G_\tau$ where $G_1$ and $G_\tau$ are bilinear groups of the prime order $q$, $g$ is a random generator in $G_1$, $H_1 : G_1 \rightarrow Z_q^\ast$ and $H_4 : G_1 \rightarrow Z_q^\ast$, which are cryptographically secure hash functions. Then, $SP$ randomly selects $c \in Z_q^\ast$ as its re-encryption secret key $RSK_{SP}$ and calculates the re-encryption public key $RPK_{SP} = g^c$. The public parameters are: $pm = (q, g, G_1, G_\tau, RPK_{SP}, H_3, H_4)$;

- **PRE.KeyGen** ($pm, RSK_{SP}$): For the expiration time $T_1$, $SP$ randomly chooses $r_1 \in Z_q^\ast \setminus \{c\}$ as the decryption key $SK_{T_1}$ and generates the corresponding encryption key $PK_{T_1} = g^{r_1}$ to encrypt content blocks;

- **PRE.Enc** ($PK_{T_1}, RPK_{SP}, B_i$): $SP$ computes $t = H_1(T_1) || B_i$ and encrypts each $B_i$ as $EB_i = (c_1, c_2)$, where $c_1 = g^{c}$ and $c_2 = B_i \oplus H_4(e(PK_{T_1}, RPK_{SP})^d)$;

- **SP** computes $h_{i, T_1} = H_1(H_4(c_1)) || c_2 || T_1$ and $Sig_{i, T_1} = sh_{i, T_1}$;

- Finally, $SP$ broadcasts $EB_i || T_1 || Sig_{i, T_1}$ to vehicles.

When these contents are received by vehicles, they will be cached randomly. Before that, vehicles can verify the signatures by checking if $\hat{e}(h_{i, T_1}, PK_{SP}) = \hat{e}(h_{i, T_1}, PK_{SP})$. Note that the validity of the cached contents should be guaranteed by each vehicle before returning data packets.

C. Vehicles Subscription

When a vehicle $V_i$ subscribes the service with $SP$ before the expiration time $T_1$, it completes the registration process as below:

- $SP$ issues a set of pseudonyms for $V_i$ as $PID_{V_i,j}$;
- For $PID_{V_i,j}$, $SP$ calculates $\tau_{V_i,j} = H_1(PID_{V_i,j})$ and $SK_{V_i,j} = 1/t_{\tau_{V_i,j}} P$ as the corresponding private key;
- $SP$ issues the certificate of $PID_{V_i,j}$ by computing $h_{V_i,j} = H_1(PID_{V_i,j}) || T_1$ and $\sigma_{V_i,j} = sh_{V_i,j}$;

- Finally, $SP$ sends the registration information $Cert_{V_i,j} = (PID_{V_i,j}, T_1, \sigma_{V_i,j})$, $SK_{V_i,j}$, the interest encryption key $IK_{T_1}$, and the secret key $SK_{T_1} = r_1$ via a secure channel.

On receiving $Cert_{V_i,j}$, $V_i$ first verifies the expiration time $T_1$ and subsequently confirms the validity of $Cert_{V_i,j}$ through checking $\hat{e}(\sigma_{V_i,j}, P) = \hat{e}(h_{V_i,j}, PK_{SP})$. Notice that for vehicles which only join the system for caching data and getting rewards, they can only get $Cert_{V_i,j}$.

D. Content Delivery

The content delivery process could be divided into three phases as follows:

![Algorithm 1 Interest Request Verification](attachment:image)

1) **Interest request**: During the content delivery process, the encryption-based name obfuscation [26] is used to avoid creation of interests by unauthorized users and hide the target of interests from eavesdroppers. Moreover, to reduce the privacy threat during the forwarding process, the name components (e.g., suffix of the name) are encrypted partially. When $V_i$ requests the interest of name $In_i$ (e.g., /youtube.com/movie/Godfather), it broadcasts an interest packet as:

$$V_i \rightarrow * : \text{Eln}, t_1, Sig_1, Cert_{V_i,j},$$  

where $\text{Eln}$ is the encrypted suffix of the interest name (e.g., /youtube.com/movie/EI_{IK_{T_1}(Godfather)}) $t_1$ is the current timestamp and $Sig_1$ is the signature which is computed as follows:

- $V_i$ randomly picks $\delta_1 \in Z_q^\ast$ and computes $X_1 = \delta_1 P$;
- $V_i$ computes $h_1 = H_1(PID_{V_i,j} || \text{Eln} || \text{t}_1 || H_2(X_1))$ and $Y_1 = (\delta_1 + h_1) SK_{V_i,j}$;
- $V_i$ then returns a signature $Sig_1 = (X_1, Y_1)$.

Once receiving the interest request message at $t_2$, each vehicle will forward this message based on the proposed geolocation-based data forwarding schemes [6, 8]. If $V_j$ has the data satisfying the interest, it will perform the interest request verification as Algorithm 1.

Here, $\Delta T$ is the valid time interval. The verification of the signature is described in formula (2).

$$\hat{e}(Y_1, \theta_1) = \hat{e}((\delta_1 + h_1)SK_{V_i,j}, PK_{SP} + \tau_{V_i,j} P)$$

$$= \hat{e}((\delta_1 + h_1) \frac{1}{s + H_1(PID_{V_i,j})}, P, sP + H_3(PID_{V_i,j} P))$$

$$= \hat{e}((\delta_1 + h_1) \frac{1}{s + H_1(PID_{V_i,j})}, P, (s + H_3(PID_{V_i,j} P)))$$

$$= \hat{e}(P, P) \hat{e}(P, P)^{h_1}$$

$$= \hat{e}(X_1, P) \hat{e}(P, P)^{h_1}$$

2) **Data response**: After confirming the validity of the interest packet, $V_j$ will return the corresponding data packet as:

$$V_j \rightarrow V_i : t_3, EB_i, Sig_i, T_1, \beta_i, Sig_i, Cert_{V_i,j},$$  

where $t_3$ is the current timestamp, $EB_i$ is the ciphertext of $B_i$ and $Sig_i$ is the signature of $B_i$ at $T_1$ signed by $SP$. 
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When vehicles receive packets, they should first check the validity of Cert$_{V_j,i}$ by calculating $h_{V_j,i} = H_1(PID_{V_j,i} \| |T|,)$. If $\tilde{e}(\sigma_{V_j,i}, P) = \tilde{e}(h_{V_j,i}, P)$ then $V_j$ checks the validity of Cert$_{V_j,i}$, and verifies $H_3(e(RPK_{SK_{T_j}}), c_1)) \oplus c_2$.

The correctness of $B_t$ is calculated as follows:

$$
H_3(e(RPK_{SK_{T_j}}), c_1)) \oplus c_2 = H_3(e(g^q \cdot g^t, P) \oplus H_3(e(PK_{T_j}, RPK_{SK_{T_j}})^q) = H_3(e(g^q \cdot g^t, P) \oplus H_3(e(g^q \cdot g^t)^q)
$$

When $V_j$ receives the data packet as response at $t_4$, it will perform batch verification as follows:

- $V_j$ calculates $h_{2,i} = H_1(PID_{V_j,i} \| |t_2|H_2(c_i)|c_2| \| H_2(Sig_{T,i} \| |\beta_i|H_2(X_2))$ and $y_2 = (\delta_2 + h_{2,i})SK_{V_j,i}$;
- $V_j$ returns a signature $Sig_{2,t} = (X_2, Y_2)$.

The INCENTIVE TABLE is as follows:

<table>
<thead>
<tr>
<th>Request</th>
<th>Interest</th>
<th>Time</th>
<th>Value</th>
<th>Hash value</th>
<th>Certificate</th>
</tr>
</thead>
<tbody>
<tr>
<td>PID$<em>{V</em>{t_1}}$</td>
<td>$EIn_{t_1}$</td>
<td>$t_1$</td>
<td>$\gamma_1$</td>
<td>$H_1(\gamma_1)$</td>
<td>Cert$<em>{V</em>{t_1},EIn_{t_1}}$</td>
</tr>
<tr>
<td>PID$<em>{V</em>{t_2}}$</td>
<td>$EIn_{t_2}$</td>
<td>$t_2$</td>
<td>$\gamma_2$</td>
<td>$H_1(\gamma_2)$</td>
<td>Cert$<em>{V</em>{t_2},EIn_{t_2}}$</td>
</tr>
<tr>
<td>PID$<em>{V</em>{t_3}}$</td>
<td>$EIn_{t_3}$</td>
<td>$t_3$</td>
<td>$\gamma_3$</td>
<td>$H_1(\gamma_3)$</td>
<td>Cert$<em>{V</em>{t_3},EIn_{t_3}}$</td>
</tr>
<tr>
<td>PID$<em>{V</em>{t_4}}$</td>
<td>$EIn_{t_4}$</td>
<td>$t_4$</td>
<td>$\gamma_4$</td>
<td>$H_1(\gamma_4)$</td>
<td>Cert$<em>{V</em>{t_4},EIn_{t_4}}$</td>
</tr>
</tbody>
</table>

Finally, $S$ will revoke $V_j$'s contribution as follows:

- $S$ checks the validity of PID$_{V_j,i}$; If $S$ checks the validity of PID$_{V_j,i}$ and verifies $H_3(e(RPK_{SK_{T_j}}), c_1)) \oplus c_2$ then $V_j$ receives the data packet as response at $t_4$.

The processes are illustrated as follows:

1) **NEW** update: According to the expiration time $T_1$, SP should generate new interest encryption key, and the corresponding decryption key for the next expiration time $T_2$. The details are described as follows:

**PRE.ReKey** ($SK_{T_1}, RPK_{SK_{T_1}}$): For the expiration time $T_1$, SP computes the new encryption key $SK_{T_2} = r_2$ by PRE.KeyGen ($pm, RSK_{SP}$) and computes the re-encryption key $r_{K_{T_1} \rightarrow T_2} = RPK_{SK_{T_1}} \cdot g_{H_1(SK_{T_2} \| |T_2})$.

**PRE.ReEnc** ($EB_{1}, r_{K_{T_1} \rightarrow T_2})$: $S$ updates the content blocks by calculating $c'_1 = e(g,c_1)$ and $c'_2 = e(c_1, r_{K_{T_1} \rightarrow T_2})$. Then, $S$ outputs the re-encryption ciphertext $EB' = (c'_1, c'_2)$.

Finally, $S$ calculates $h_{1,T_2} = H_1(H_3(c'_1) \| c_2) \| H_2(c'_2) \| P) \oplus Sig_{i,T_2} = sb_{i,T_2}$ as the corresponding certificates.

2) **Vehicles update**: Vehicle $V_j$ which subscribes the service of $S$, sends an interest request packet to $S$ upon expiration.
of $T_1$:

$$
V_i \rightarrow SP : /SP/Key/T_2, t_7, Sig_3, Cert_{V_i},
$$

(5)

where $t_7$ is the current timestamp and $Sig_3$ is the signature which is computed as $Sig_3$. PIDD(V_i) is a special pseudonym of $V_i$ for implementing the update process.

Upon receiving the interest packet, $SP$ needs to perform the verification process before returning the data packet as shown in Algorithm 1. Only when all the verifications are passed, $SP$ will return the data packet as:

$$
SP \rightarrow V_i : ts_8, E_{PK_V_i}(r_{kT_1-T_2}, SK_T, I_KT_2), Sig_{4},
$$

(6)

where $ts_8$ is the current timestamp, $E_{PK_V_i}(r_{kT_1-T_2}, SK_T, I_KT_2)$ means encrypting $r_{kT_1-T_2}, SK_T$, and $I_KT_2$ by the public key $PK_V_i$ of $V_i$. $Sig_{4}$ is the signature calculated similarly as $Sig_3$.

Once receiving the updated data packet, $V_i$ should first verify $Sig_4$ to guarantee its validity. After that, $V_i$ extracts the new decryption key $SK_T$ and updates the encrypted content blocks according to PRE.ReEnc ($EB_i, r_{kT_1-T_2}$) to get $EB'_i = (c_1, c_2, c_3)$. Notice that when $V_i$ gets $EB'_i$, it computes $H_3(\frac{c'_2}{c_1}, c_2) \oplus c_2$ according to equation (7) to get $B_i$. Then it verifies $e(g, g)^{H_1(T_1 || B_i)} = c'_1$. If the equation holds, it accepts $B_i$.

$$
\begin{align*}
H_3\left(\frac{c'_2}{c_1} H_1(SK_T || T_2) \right) \oplus c_2 =
& H_3\left(\frac{e(g, g)^{H_1(T_1 || B_i)}) c_1}{H_3(SK_T || T_2)} \right) \oplus B_i \\
& = B_i.
\end{align*}
$$

Notice that for vehicles which only join the system for caching data to get rewards, they can only get $r_{kT_1-T_2}$ to update $EB'_i$.

3) Certificate request: After re-encrypting the content blocks $EB'_i$, $V_i$ needs to get the corresponding certificates from $SP$. To be illustrative, $SP$ calculates \{$H_1(H_4(c'_1) || c_2) || H_3(c'_2)$\}, $Sig_T, T_2$ and sends it to vehicles through RSUs according to the resource allocation schemes in [30] or with the assistance of Unmanned Aerial Vehicles (UAVs) [31]. Each vehicle can get the certificate $Sig_T, T_2$ according to $H_1(H_4(c'_1) || c_2) || H_3(c'_2)$ and verify their validity before accepting it. After finishing the update process, vehicles can continue with content delivery.

V. SECURITY ANALYSIS

We first give the security proof about our constructed proxy re-encryption scheme. Then, we present the detailed security analysis according to the different security requirements.

Theorem V.1. Our proposed re-encryption scheme is CCA secure in the random oracle model under the DBDH assumption.

Proof: Assuming that there exists an adversary $A$ breaking the CCA security of our scheme, we build an algorithm $B$ solving the DBDH problem $S = e(g, g)^{abc}$. $B$ maintains three tables $T_{pk}, T_{sk}$, and $T_{vk}$, which are initially empty. Besides, we assume that the signatures of the issued re-encryption/decryption queries are valid [32]. Finally, $B$ sets $RPK_{SP} = g^i$ and runs the follows steps.

Phase 1: $O_{pk}$: Upon input of an index $i$, $B$ first chooses $x_i$ and sets a random $\alpha_i \in \{0, 1\}$ so that $Pr[\alpha_i = 1] = \delta$. If $\alpha_i = 1$, $B$ calculates $pk_i = g^{x_i}$. Otherwise, $B$ calculates $pk_i = (g^i)^{x_i}$. Finally, $B$ records the tuple $(pk_i, x_i, \alpha_i)$ in table $T_{pk}$ and returns $pk_i$ to $A$.

We assume that $A$ has made the appropriate $O_{pk}$ queries before executing one of the following queries:

- $O_{sk}$: Upon input $pk_i$, $B$ queries $T_{pk}$ by $pk_i$, and obtains the corresponding value:
  - If $\alpha_i = 1$, $B$ returns $x_i$ to $A$ and records $pk_i$ in $T_{sk}$.
  - If $\alpha_i = 0$, $B$ returns failure and aborts the simulation.

- $O_{rk}$: On input $(pk_i, pk_j)$, $B$ first searches table $T_{vk}$ to check if there is a record of $(pk_i, pk_j, r_{vk_{i-j}})$. If it exists, $B$ returns “having accessed the re-encryption key before”. Otherwise, $B$ obtains $(pk_i, x_i, \alpha_i)$ and $(pk_j, x_j, \alpha_j)$ according to $T_{pk}$:
  - If $\alpha_i = \alpha_j = 1$, $B$ queries $O_{sk}$ with $pk_i$ and $pk_j$, and then uses the obtained private keys to compute the corresponding re-encryption key $r_{vk_{i-j}}$ with PRE.ReKey.
  - Otherwise, $B$ chooses a random number $R_{i,j}$ from $\mathbb{Z}_p$ as the re-encryption key $r_{vk_{i-j}}$.
  - Finally, $B$ records $(pk_i, pk_j, r_{vk_{i-j}})$ in table $T_{vk}$.

- $O_{rc}$: On input $(pk_i, pk_j, C_i)$, $B$ first verifies the validity of the signature of the issued query. If it does not hold, output $\bot$ and abort; otherwise, it queries $O_{pk}$ with $pk_i, pk_j$ to obtain $(pk_i, x_i, \alpha_i)$ and $(pk_j, x_j, \alpha_j)$, respectively.
  - If $\alpha_i = \alpha_j = 1$, $B$ chooses a random number $r$ from $\mathbb{Z}_p$, and calculates $c'_3 = e(g, g)^{x_i x_j} \cdot c'_1$, $c'_1 = e(g, g)^{x_i} \cdot c'_3$. $B$ otherwise, $B$ queries $O_{rk}$ with $(pk_i, pk_j)$ to obtain $r_{vk_{i-j}}$. At last, $B$ returns PRE.ReEnc $(C_i, r_{vk_{i-j}})$ to $A$.

- $O_{dec}$: On input $(pk_i, C_i)$, where $C_i$ is an initial ciphertext or a re-encrypted ciphertext according to different forms as $(c_1, c_2)$ or $(c_1, c_2, c_3)$, $B$ verifies the validity of the signature of the issued query. If the signature is invalid, $B$ returns $\bot$. Otherwise, $B$ obtains $pk_i$ and performs the following operations:
  - For the initial ciphertext $(c_1, c_2)$, $B$ continues the following operation:
    1) If $\alpha_i = 0$, $B$ returns failure and aborts the simulation.
    2) Otherwise, if $\alpha_i = 1$, $B$ calculates $B_i = H_3(e(g^{x_i}, c_1)) \oplus c_2$.
  - For the re-encrypted ciphertext $(c_1, c_2, c_3)$:
    1) If $\alpha_i = 0$, $B$ returns failure and aborts the simulation.
    2) Otherwise, $B$ calculates $B_i = H_3(\frac{c'_2}{c_1} H_1(|| B_i) \oplus c_2$ and checks if $e(g, g)^{B_i} = c'_1$. If not, $B$
returns ⊥.
3) Otherwise, B returns $B_1$ to A.

**Challenge:** On input $pk^*$, $m_0$, and $m_1$, where $m_0$ and $m_1$ are of the same length.

- If $\alpha^*=1$, B outputs failure and aborts the simulation;
- Otherwise, for the initial ciphertext, B chooses a random bit $b$, and calculates $c_1^*=g^{e_1}, c_2^* = m_b \oplus H_3(S^{c_1^*}), x^*$ is the corresponding value in tuple $(pk^*, x^*, \alpha^*)$.
- Then, for the re-encryption ciphertext, from $pki_2$ to $pk^*$ ($\alpha=0$), B chooses a random bit $b$, and computes $c_1^i = e(g, g^b), c_2^i = m_b \oplus H_3(S^{c_1^i}), c_3^i = e(g^b, R^i)$, where $R^i$ is a random element from $G_1$.
- B returns $(c_1^*, c_2^*)$ and $(c_1^{*i}, c_2^{*i}, c_3^{*i})$ to A as the challenge ciphertext.

**Phase 2:** Almost the same as that in Phase 1, except with the following restrictions:

- A is not permitted to launch an $O_{sk}$ query on $pk^*$.
- A is not permitted to launch any query of the form $O_{dec}(pki, C_i)$ where $(pki, C_i) = (pk^*, C^*)$ or $(pki, C_i) = (pki, C_i^{-1})$.
- If A issues an $O_{sk}$ query on $pk^*$, A is not permitted to make an $O_{dec}(pki, C_i)$ query.
- If A issues an $O_{sk}(pk^*, pki)$, B checks whether $C_i = \text{PRE.ReEnc}(C_i, rk_{i+1}, C^*)$. If it holds, A is not permitted to launch an $O_{dec}(pki, C_i)$ query.

**Guess:** A outputs $b'$. If $b'=b$, $S = e(g, g)_{abc}$; otherwise, $S \neq e(g, g)_{abc}$.

With the similar methods used in [29], we have that the above simulator succeeds with a non-negligible probability.

### A. Integrity and Authentication

During the content delivery, we use the signature and certificate to achieve integrity and mutual authentication. The interest packet broadcasted by $\mathcal{V}_i$ contains $\text{Sig}_i$ and $\text{Cert}_{\mathcal{V}_i,j}$. Both of them contain the secret key $SK_{SP} = s$. This means that the probability to compromise $s$ from $PK_{SP} = sP$ is approximately $2^{n/2}$, where the number of elements in group $G_1$ is $|G_1| = 2^n$. The identity authentication of $\mathcal{V}_i$ based on $\text{Cert}_{\mathcal{V}_i,j}$ is as follows:

$$\hat{e}(\sigma_{\mathcal{V}_i,j}, P) = \hat{e}(s \cdot h_{\mathcal{V}_i,j}, P) = \hat{e}(h_{\mathcal{V}_i,j}, PK_{SP}).$$

The probability of $\hat{e}(s' h_{\mathcal{V}_i,j}, P) = \hat{e}(\sigma'_{\mathcal{V}_i,j}, P)$, which results in $\hat{e}(s' h_{\mathcal{V}_i,j}, P) = \hat{e}(h_{\mathcal{V}_i,j}, PK_{SP})$, is approximately $2/(2^n - 1)$.

To verify the signature $\text{Sig}_i$, we should calculate formula (2). To construct the correct signature, the attacker should solve the $k$-CAA (the collusion attack algorithm with $k$ traitors) problem [33] which is defined as follows:

#### Definition V.1 (k-CAA problem).

For an integer $k$, and $x \in \mathbb{Z}_q$, $P \in G_1$, given

$$\{P, Q = xP, h_1, \ldots, h_k \in \mathbb{Z}_q, \frac{1}{h_1 + x}, \ldots, \frac{1}{h_k + x}\}$$

to compute $\frac{1}{h + x}$ for some $h \notin \{h_1, \ldots, h_k\}$.

Thus, for all $t$–time adversaries $A$, we have $\text{Adv}^{k-\text{CAA}}_A$ as a negligible function as in formula (8).

To reply with the data packet according to the interest packet, user should return the message (3). It also contains the signature $\text{Sig}_2$ and certificate $\text{Cert}_{\mathcal{V}_i,i}$ that has the same function as the interest packet sent by $\mathcal{V}_i$. Only valid users can generate these contents. By using these contents, we can ensure that the content delivery process can achieve integrity and mutual authentication.

### B. Access Control

In a distributed situation without central control, content is encrypted as $EB_i = (c_1, c_2)$, where $t = H_1(T_i || B_i)$, $c_1 = g^t$, $c_2 = B_i \oplus H_3(e(PK_{T_i}, RPK_{SP}))$. To decrypt $B_i$, user should use $SK_{T_i} = r_1$ to get $B_i$ as in formula (4). When the time expires, $EB_i$ is updated to $EB'_i = (c'_1, c'_2)$, where $c'_1 = e(g, c_1)$ and $c'_2 = e(c_1, r_{KT_i-1})$. To get $B_i$ from $EB'_i$, user should compute $B_i$ as in formula (7). Without decryption keys, the attacker is required to solve DBDH problem as proved in Theorem V.1. to get $B_i$. Thus, for all $t$–time adversaries $A$, we have $\text{Adv}^{\text{DBDH}}_A$ as a negligible function as in formula (9) to get the plaintext. By using these encrypted contents, we can ensure content confidentiality.

Apart from that, only the legal users have the secret key $SK_{T_i}$ according to the lifecycle. When the time expires, users’ $SK_{T_i}$ should be updated. Moreover, for inside attackers, we adopt the CRL to record them between the expiration time $T_i-1$ and $T_i$ and use the updated operation to revoke them at the beginning of the next expiration time $T_{i+1}$. Thus, by these manners, we can guarantee access control.

### C. Anonymous

The proposed scheme adopts the pseudonym technique to avoid the leakage of the real identities of users. In terms of location privacy, attackers cannot reveal the location of a specific user because: 1) the pseudonym $PIID_{\mathcal{V}_i,j}$ of each user is periodically changed and 2) we use the geolocation-based forwarding to deliver data instead of using IP address. As a result, attackers cannot figure out the real identity of a user or track trajectories by the pseudonym.

### D. Incentive

To achieve the incentive purpose, each data responder $\mathcal{V}_j$ sends $\beta_i = (\text{En}_i \oplus H_1(\gamma_i))$ to the interest requester $\mathcal{V}_i$ and gets the corresponding incentive certificate $\text{Cert}_{\mathcal{V}_i,i}$. With these stored incentive certificates in Table III, $SP$ can verify the validity of these certificates during the rewarding phase. For attackers without knowing the secret key $SK_{\mathcal{V}_i,j}$, the probability of correctly guessing $\text{Cert}_{\mathcal{V}_i,i}$ is negligible. Thus, we can guarantee the non-repudiation about incentive.

To resist the imitating attack about incentive, $\mathcal{V}_i$ lets $\mathcal{V}_j$ sign on $H_1(\gamma_i)$ which is the hash value of $\gamma_i$. During the rewarding phase, $\mathcal{V}_j$ will send $\gamma_i$ and $H_1(\gamma_i)$ to $SP$. Thus, $SP$ can ensure that this incentive belongs to $\mathcal{V}_j$. For attackers not knowing $\gamma_i$, the probability of correctly guessing $\gamma_i$ from $H_1(\gamma_i)$ is about $1/2^{l-1}$, where $l$ is the output length of $H_1(\cdot)$. Therefore, we can prevent the incentive imitating attack.
Adv^{k-CCA}_A = Pr \left[ A(P, sP, H_1(PID_1) \oplus s, \cdots, H_1(PID_K) \oplus s, P) = H_1(sP) \right] < \varepsilon. \quad (8)

Adv^{DBDH}_A = \left[ Pr[a, b, c \leftarrow Z_q^n; 1 \leftarrow A(g, g^a, g^b, e(g, g^c)^{abc}) - Pr[a, b, c \leftarrow Z_q^n; z \in \mathbb{G}_T^n; 1 \leftarrow A(g, g^a, g^b, e(g, g^c)^z)] \right] < \varepsilon. \quad (9)

### Table IV

The Computation Overhead.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Entity</th>
<th>Computation Overhead$^1$</th>
<th>Communication Overhead (bits)$^2$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cache source generation</td>
<td>$SP$</td>
<td>$(T_{ex} + T_{par} + 2T_{mul})n_B$</td>
<td>$N/\text{A}$</td>
</tr>
<tr>
<td>Vehicles Subsciption</td>
<td>$SP$</td>
<td>$3T_{mul}n_{PID_{V_i}}$</td>
<td>$(29 \times 8 + 2</td>
</tr>
<tr>
<td>Content Delivery</td>
<td>$V_i(V_i \rightarrow s)$</td>
<td>$2T_{mul}$</td>
<td>$(37 \times 8 + 3</td>
</tr>
<tr>
<td></td>
<td>$V_i(V_i \rightarrow V_j)$</td>
<td>$3T_{mul} + 5T_{par} + T_{ex}$</td>
<td>$(37 \times 8 + 4</td>
</tr>
<tr>
<td>Periodic Update</td>
<td>$V_i$</td>
<td>$2n_{V_i}T_{par}$</td>
<td>$(58 \times 8 + 3</td>
</tr>
<tr>
<td></td>
<td>$SP$</td>
<td>$T_{ex} + T_{par} + 2n_BT_{par} + 2n_BT_{mul}$</td>
<td>$(29 \times 8 + 2</td>
</tr>
</tbody>
</table>

$^1$ $n_B$ and $n_{V_i, B}$ are the number of content blocks of $SP$ and $V_i$, respectively. $n_{PID_{V_i}}$ and $n_D$ represent the number of pseudonyms of $V_i$ and the number of data packets received by $V_i$, respectively.

$^2$ $S_{H_i}$ and $S_B$ are the size of $H_1(\cdot)$ and $B_i$, respectively.

Fig. 2. The computation overhead.

**VI. PERFORMANCE EVALUATION**

**A. Theoretical Analysis**

We quantify the performance of our ESAC in terms of computation overhead and communication overhead. Here, $T_{mul}, T_{par},$ and $T_{ex}$ refer to the time required to perform one point multiplication over $\mathbb{G}_1$, one pairing operation over $\mathbb{G}_T$, and one exponentiation operation over $\mathbb{G}_T$, respectively. Moreover, we use $T_{mul}, T_{exp}, T_{par},$ and $T_{ex}$ to refer to the time of performing one point multiplication over $\mathbb{G}_1$, one exponentiation operation over $\mathbb{G}_1$, one pairing operation over $\mathbb{G}_T,$ and one exponentiation operation over $\mathbb{G}_T$, respectively.

We omit the computation overhead of hash operations and the detailed performance analysis is listed as follows:

**Cache source generation:** In this phase, $SP$ should generate the encrypted content blocks $EB_i$ of $T_1$. To achieve this, $SP$ computes $c_1$ and $c_2$ for each $EB_i$, which consumes $T_{ex} + T_{par} + T_{ex}$. After that, $SP$ generates a signature for each $EB_i$, which consumes $2T_{mul}$. Thus, the total computation overhead of this phase is $(T_{ex} + T_{par} + T_{ex} + 2T_{mul})n_B$ where $n_B$ is the number of content blocks. Notice that this phase can be performed offline.

**Vehicles Subscription:** During this phase, $SP$ issues $Cert_{V_i,j}$ for the registered vehicles, which consumes $T_{mul}$ to compute $SK_{V_i,j}$ and $2T_{mul}$ to compute the signature $\sigma_{V_i,j}$. Therefore, the total computation overhead of this phase is $3T_{mul}n_{PID_{V_i}}$, where $n_{PID_{V_i}}$ is the number of pseudonyms of $V_i$. The corresponding communication overhead is $(29 \times 8 + 2|\mathbb{G}|)n_{PID_{V_i}}$ bits. Notice that this phase can be performed offline, too.

**Content Delivery:** When $V_i$ requests an interest packet, it should broadcast message (1), which requires $2T_{mul}$ to compute the signature $Sig_1$.

On receiving the interest request message (1), $V_j$ should execute $2T_{par}$ to verify $Cert_{V_i,j}$. Then, it requires $T_{mul} + 3T_{par} + T_{ex}$ to verify $Sig_1$. When $V_j$ returns the corresponding data packet (3), it consumes $2T_{mul}$ to generate the signature $Sig_2$. The total computation overhead is $(3T_{mul} + 5T_{par} + T_{ex})$. The corresponding message size of message (1) and data packet (3) is about $(37 \times 8 + 3|\mathbb{G}|)$ bits and $(37 \times 8 + 4|\mathbb{G}| + S_{H_i} + S_B)$ bits, respectively. Here $|\mathbb{G}|$ is the length of $\mathbb{G}_1$, $S_{H_i}$ is the size of $H_1(\cdot)$ and $S_B$ is the size of $B_i$.

After receiving $n_D$ data packets from different vehicles, $V_i$...
should first verify $Cert_{V_i,j}$, which consumes $2n_B T_{par}$. Then it verifies the validity of signatures by performing a batch verification, which consumes $n_B T_{mul} + 3T_{par} + T_{exp}'$. $V_i$ gets $B_i$ by computing formula (4) which requires $T_{par}$. Therefore, for $n_B$ data packets, $V_i$ consumes $(n_B T_{mul} + 2n_B T_{par} + 3T_{par} + T_{exp}' + n_B T_{par})$.

**Periodic Update:** During the update phase, $SP$ should compute $rk_{T_1 \rightarrow T_2}$, which consumes $T_{exp} + T_{mul}$; For $n_B$ content blocks, it needs $2n_B T_{par}$ to update $EB_i$ to $EB_i'$ and $2T_{mul}$ to generate new signatures. Thus, $SP$ consumes $(T_{exp} + T_{mul} + 2n_B T_{par} + 2n_B T_{mul})$. For $V_i$, which has $n_{V_i,B}$ content blocks, it needs $2n_{V_i,B} T_{par}$ to update $EB_i$ to $EB_i'$. The message sizes of message (5) and (6) are $(58 \times 8 + 3|G|)$ bits and $(29 \times 8 + 2|G|)$ bits, respectively. Notice that we omit the size of the encryption contents such as $E_{PK_{V_j}}(rk_{T_1 \rightarrow T_2}, SK_{T_2}, I(K_{T_2}))$.

Finally, we summarize the computation overhead in Table IV.

### B. Numerical Simulations

1) **Implementation:** We implement our ESAC using PBC library [34] with Type A pairing parameters which is equivalent to 1024 bits Discrete Logarithm security. We perform our design on a computer with an Intel(R) Core(TM) i9-8950HK CPU of 2.90 GHz and 8 GB memory with Ubuntu 18.04. We evaluate ESAC in terms of three performance metrics: (1) Initial encryption (before re-encryption) time and re-encryption time; (2) Initial decryption time and the re-encryption decryption time; (3) Signature verification time with and without batch verification. The detailed simulation results are presented as follows:

Fig. 2(a) shows the initial encryption time and re-encryption time under various number of blocks ranging from 25 to 200 for our ESAC. It costs about 316.9 ms and 208.5 ms to realize initial encryption and re-encryption of 200 messages for ESAC, respectively. Notice that we omit the XOR operation with $B_i$. As shown in Fig. 2(a), the encryption time of these two phases almost increases linearly with the number of blocks while the initial encryption causes more computation overhead than the update phase. The reason is that to initially encrypt a content block, vehicle should conduct two exponentiation operations while the time for executing one exponentiation operation is larger than one pairing operation in our implementation. Here, we make vehicles implement the re-encryption or update process to save bandwidth while the computation overhead is acceptable.

Fig. 2(b) shows the corresponding decryption time under various number of blocks (from 25 to 200). We observe that it costs about 299.63 ms and 214.4 ms to decrypt 200 initial encryption and re-encryption messages in ESAC, respectively. As shown in Fig. 2(b), the decryption time of these two phases almost grows linearly with the increasing number of blocks while the decryption time in re-encryption phase consumes about two times as the initial phase. However, the computation overhead of these two phases are both acceptable.

In order to display the efficiency of our batch signature verification, we implement the signature verification process with and without batch verification, respectively. We repeat each implementation for 10 times. Fig. 2(c) shows that verification delay rises linearly when the number of messages increases. In contrast, the batch verification is much more efficient. It costs about 588.2 ms and 203.93 ms to verify 200 messages without batch verification and with batch verification, respectively. We use the batch verification, which makes the number of pairing operations consistent with respect to the number of verification messages.

2) **Networking Implementation:** To assess the network performance, our ESAC is performed in a NS3-based open-source NDN simulator named ndnSIM [35] and the geo-location-based forwarding scheme [6, 8] is used as the data forwarding strategy. As studied in [6, 8], geo-location-based NDN forwarding strategy can ensure efficient and reliable packet delivery in urban VANET scenarios. The simulation parameters are listed in Table V. To better study our network performance, we conduct the simulation in two scenarios: scenario 1 where vehicles are distributed with different densities, and scenario 2 where vehicles have different distances between each other.

**Scenario 1: Different distribution densities of vehicles.** In this scenario, a different number of vehicles are set along a straight line which are uniformly distributed within 1000 m. A data publisher is arranged at the beginning of the vehicle cohort in the moving direction while an interest requester is arranged at the end of the vehicle cohort. We compare ESAC with AccConF [13], FTP-NDN [19], FGAC-NDN [20], and geo-location forwarding scheme [6, 8]. Here, we omit the results of AccConF in figures because of its bad performance.

First, we focus on the incurred communication overhead caused by the security operations. Here, we set the size of $B_i$ to 512 bits. Fig. 3 shows the average end-to-end delay to retrieve data packets from 1000 m away for an interest packet under different densities of vehicles. For the initial ciphertext (before re-encryption) of ESAC, it needs about 27.5 ms and 6.5 ms to retrieve a data packet when the number of vehicles is 25 and 200, respectively. While for the re-encryption ciphertext, the corresponding delay is about 28.8 ms and 6.3 ms, respectively. The average delay is about 10.9 ms and 10.8 ms for the initial ciphertext and re-encryption ciphertext, respectively. In contrast, it takes 159.9 ms for AccConF, 11.4 ms for the initial/re-encryption ciphertext of FTP-NDN, 15.7 ms for FGAC-NDN, and 10.0 ms for geo-location scheme. Therefore, the efficiency of our scheme is obvious. Compared to geo-location scheme, the additional delay is mainly due to the computation operations of our.
secure scheme. Besides, the end-to-end delay decreases with increasing density of vehicles as the number of hops decreases. Finally, we present the corresponding delay increment ratio comparing with geo-location scheme [6, 8]. Fig. 3(b) shows that the delay increment ratio increases with more dense vehicles. This is because with the end-to-end delay decreasing, the computation overhead has more influence on the delay.

Moreover, we study the reliability of our scheme by sending more interest requests under different densities of vehicles. We assume that 40% vehicles send requests simultaneously and examine the corresponding average end-to-end delay. As shown in Fig. 4, when \( B_i = 10 \) KB, the average end-to-end delay decreases to 18.3 ms, 18.8 ms, 16.17 ms, 19.3 ms, 22.1 ms, and 14.2 ms for initial ciphertext of ESAC, re-encryption ciphertext of ESAC, AccConF, the initial/re-encryption ciphertext of FTP-NDN, FGAC-NDN, and geo-location scheme, respectively. While for \( B_i = 20 \) KB, it increases to 75.4 ms, 67.2 ms, 265.2 ms, 67.8 ms, 99.6 ms, and 66.0 ms, respectively, since the end-to-end delay increases sharply as shown in 5(a). We also present the corresponding message loss ratio as show in 5(b) and 5(c). Note that the end-to-end delay of 75 vehicles when \( B_i = 20 \) KB decreases significantly. This is because the distance between vehicles increases to a certain level while the increment of vehicles still have little influence on the network overhead, which leads to the lowest end-to-end delay.

**Scenario 2: Different distances between vehicles.** In this scenario, 50 vehicles are arranged along a straight line and

![Diagram](image-url)
travel at the same constant speed of 20 m/s. The distance between two neighbouring vehicles is randomly chosen from 25 m to 200 m. A data publisher is arranged in the front of the vehicle cohort in the moving direction while an interest requester is arranged at the tail of the vehicle cohort.

In the execution, the consumer/requester sends 10 interest packets every second. Fig. 6(a) shows the average end-to-end delay to retrieve data packets from 1 km to 10 km away for an interest packet. In the initial encryption phase (before re-encryption), it needs about 49.5 ms and 760.24 s to retrieve a data packet when the distance is 25 m and 175 m, respectively. In contrast, in the re-encryption phase, the corresponding delay is about 50.6 ms and 760.25 s. It is obvious that the delay increases dramatically when two vehicles are far away from each other. Moreover, we present the corresponding packet loss ratio in Fig. 6(b). Obviously, the loss ratio increases significantly when two vehicles are far away from each other, especially when the distance is more than 75 m. Apart from this, we observe that the extra cost incurred by the computation operation has little impact on network performance (i.e., loss ratio) when there is a larger inter-vehicle distance. This is because with the end-to-end delay increasing, the computation delay has less influence on the delay.

We also present the number of received packets under different frequencies of Internet requests (e.g., 50 interests/s, 100 interests/s, 150 interests/s, and 200 interests/s) under different distances as shown in Fig. 7. The average number of received packets is 9.6 for 50 packets/s, 13.8 for 100 packets/s, 13.7 for 150 packets/s, and 13.0 for 200 packets/s. Specifically, when the inter-vehicle distance is more than 100 m, vehicles cannot receive packets anymore. Thus, to guarantee the content delivery performance, we should decrease the number of interest request frequencies and the distance between vehicles.

VII. CONCLUSION

In this study, we reveal the security challenges when applying NDN to V ANETs, and propose corresponding solutions (ESAC) to support efficient and privacy-preserving access control for content delivery in V-NDN. First, we design a proxy re-encryption algorithm to support access control, revocation operations and updated operations, even when trusted authority is offline. To deal with the anonymous authentication and integrity verification, we adopt pseudonyms and identity-based signature. Finally, we design an incentive method with hashed certificate to ensure the utility of NDN in V ANETs. The security analysis shows that ESAC can meet the security requirements in V-NDN. Moreover, simulation results show that the proposed secure scheme incurs insignificant overhead on network performance.

VIII. ACKNOWLEDGEMENT

This work was supported by the National Natural Science Foundation of China (No.61702231, No.U1764263) and US
National Science Foundation under grant IIS-1722791 and CNS-1717736. The Natural Science Foundation of Jiangsu Province (BK20170556), Jiangsu Provincial Research Scheme of Natural Science for Higher Education Institutions (No. 17KJB520005).

REFERENCES


[34] https://crypto.stanford.edu/pbc/.